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Abstract

This paper focuses on diagnosis of dynamic faults in SRAMs. The current techniques for fault diagnosis are mainly based on the signature method. Here, we introduce an extension of the signature scheme by taking in account additional information related to the addressing order during March test execution. A first advantage of the proposed approach is its capability to distinguish between static and dynamic faults. Another main feature is the correct identification of the location of the failure in a given memory component: the core-cell array, write drivers, sense amplifiers, address decoders and pre-charge circuits. Moreover, since this approach does not modify the March test, there is no increase of test complexity, conversely to other existing diagnosis techniques.

1 Introduction

Fault detection, diagnosis and location are widely used to repair manufacturing defects in Static Random Access Memories (SRAMs) and improve the product quality, reliability and yield [1]. Traditional techniques for memory repair consider identification of fault type and fault location as two separate phases. For repair purposes, the identification of the exact location of the detected fault is more important than the information on the type of fault. In particular, mapping the faults on the core-cell array allows the correct use of the spare columns and rows. Conversely, diagnosis approaches targeting yield ramp up require the identification of the cause of the failure as well as its location.

As soon as the application of March algorithms has revealed logic errors in a given memory, diagnosis can be performed. Generally, diagnosis approaches are based on a signature (syndrome) method as for logic design diagnosis [2]. The diagnosability ratio (DR) is used to measure the quality of a diagnosis algorithm and represents the ratio between the number of distinguishable fault types and the number of total detectable fault types. Diagnosis methods generally use a fault dictionary and try to achieve the highest diagnosability ratio for a given test algorithm [3, 4, 5, 6].

Most of the existing solutions target only the diagnosis of static faults. In this paper we introduce an extension of the signature technique, by adding new fields in the syndrome, to make it able to deal with dynamic faults as well. This extension is made possible by using information on the addressing sequence during the March test execution. The addressing order information has been demonstrated to be important in the detection of dynamic faults in SRAMs as well as the data background [7, 8] that we intend to consider in the development of this study. The proposed approach allows to diagnose dynamic faults, to distinguish between static and dynamic faults, and to localize the related failure in the memory. The additional information introduced in the signature is taken from the algorithm itself, thus it does not increase its complexity. In the paper, we illustrate the proposed signature-based diagnosis approach by considering as case study the dynamic fault Un-Restored Write fault (URWF), affecting write driver and pre-charge circuit of SRAMs.

The rest of the paper is organized as follows. In Section 2, we describe the classical signature-based diagnosis. In
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Section 3, we present the proposed extension of signature-based diagnosis to deal with dynamic faults. Analysis and developments of the proposed study are given in Section 4. Concluding remarks are in Section 5.

2 Signature-based diagnosis principle

A classical diagnosis technique for memories is based on signature. The signature, also called syndrome, is composed of a set of read operations included in the considered March test (MT). Each signature represents a set of possible fault models affecting the memory. The quality of a diagnosis, named Diagnosability Ratio (DR), is defined as the ratio between the number of distinguishable fault types and the number of total detectable fault types. Since the fault dictionary is based on a given MT, the DR is strictly related to:
- the set of fault models covered by the MT itself
- the number of read operations included in the MT

To illustrate the signature-based diagnosis principle, let us consider the well-known March C-, whose structure is shown in Figure 1.

\[
\{ (w_0) \downarrow (f_0, w_1) \uparrow (r_1, w_0) \downarrow (f_0, w_1) \uparrow (r_1, w_0) \uparrow (f_0) \} 
\]

Figure 1: March C- structure

For a given test algorithm, the fault dictionary can be generated by listing the fault models and their corresponding syndromes. For example, the fault dictionary, concerning only stuck-at (SAF) and transition (TF) faults, for March C- is given in Table 1 [6].

<table>
<thead>
<tr>
<th>R_0</th>
<th>R_1</th>
<th>R_2</th>
<th>R_3</th>
<th>R_4</th>
<th>Fault model</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>SAF0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>SAF1</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>TF1</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>TF0</td>
</tr>
</tbody>
</table>

Table 1: Fault dictionary for the March C- algorithm

In Table 1, R_i = 0 (1) means that the i-th read operation of the test algorithm has returned a correct (faulty) value. For example, a stuck-at-0 fault (SAF0) is detected by all r_1 operations. Consequently, the March syndrome for SAF0 is (01010), see Table 1. Note that this fault dictionary can be extended to the whole set of fault models detected by March C-. Based on these principles, a lot of works have been proposed in the literature and target the classical case of static faults such as stuck-at, transition and coupling faults.

Static faults require maximum one operation (read or write) to be sensitized [1, 9], while dynamic faults require more than one operation to be sensitized [9, 10 and 11]. In order to target dynamic faults, new March tests have been proposed, such as March RAW [12], March AB [13], as well as modifications of existing March tests, such as March iC- [7]. To the best of our knowledge, dynamic faults have been considered for diagnosis purpose in the literature only in [14], where the authors focus on dynamic coupling faults and extend the syndrome using the written data as field. Static faults have been more widely addressed [15, 16, 17]. These works propose the extension of the considered MT, by the addition of extra read operations, in order to increase the signature fields and therefore improve the DR. The first drawback of such techniques is that the increased complexity of MT, e.g. 46n in [16], can be excessive to be used for industrial purpose. In addition, these solutions are most of the time unable to distinguish between all faults (or all fault models) and hence do not allow to determine which element of the memory is defective. In fact, a fault model may be related to more than one defect in the various elements of the memory. For example, it has been shown in [18, 19] that a transition fault can be due to defects locating in a core-cell or in a write driver. In this case, these diagnosis solutions will indicate that the memory is affected by a transition fault without any information on which actually is the faulty element of the memory.

Consequently, there is a clear need of new diagnosis solutions that consider both static and dynamic faults, and that are able to provide accurate location of the fault (in the core-cell array, write drivers, sense amplifier, address decoders, pre-charge circuits, etc). Such diagnostic information may save a significant amount of time during the ramp up phase.

3 Signature-based dynamic fault diagnosis

This paper addresses the problem of diagnosis of both static and dynamic faults. Moreover, the presented approach allows the identification of the defective memory elements. This approach is still based on the classic signature methodology, but it reaches a high DR without raising the MT complexity, i.e. without adding additional read operations in the MT. For this purpose, we expand the number of the signature fields by adding information related to the address sequence used during the MT execution. Considering all the fields in the signature, the information required for the diagnosis is the following:
- The tester report: the addresses of the core-cells where the read operation has returned a faulty logic value;
- The executed MT;
- The list of fault models covered by the executed MT;
- The addressing sequence adopted during the MT execution;
- The SRAM architecture providing information about the core-cell array structure from the logic point of view.

In order to achieve a more efficient diagnosis, we now
improve the signature-based diagnosis by introducing information extracted from the addressing order adopted during the MT execution and the SRAM architecture. For an easy understanding of our proposition, we consider the dynamic fault called Un-Restored Write Fault (URWF) as case study. The definition of such fault is given below. The URWF can be due to different electric causes such as resistive-open defects in the write driver [20] or in the pre-charge circuit [21] of SRAMs. In the first case, the write driver is turned off too late (or even not turned off in case of a high resistive-open defect), inducing a wrong level on bit lines at the end of the pre-charge phase. In the second case, the pre-charge circuit itself is not strong enough to fully charge bit lines. The common effect in both cases is that the final voltage level of bit lines is erroneous at the end of the pre-charge phase, and the following read operation fails.

Figure 2 depicts a simplified scheme of an SRAM composed by two 4x4 blocks. Each block presents its own I/O circuitry that is shared by four columns. As presented in [20], the URWF resulting from a resistive-open defect in the write driver requires the following sequence of operations to be detected:

\[ \text{wx}_a \rightarrow r\bar{x}_b \]  
(Eq. 1)

where ‘wx\(_a\)’ means write the value x in cell \(_a\) and ‘r\(_b\)’ means read the opposite value in cell \(_b\). Both operations have to be performed on two distinct core-cells that belong to the same I/O circuitry (see Figure 1).

When an URWF is due to a resistive-open defect in the pre-charge circuit, the sensitization sequence is the same than that of Eq. 1, but in this case, both operations (\[wx\_a\] and \[r\_b\]) have to be performed on two distinct core-cells belonging to the same column [21].

Among March test algorithms, March C- is able to detect both types of URWF [20, 21] if it is executed with the specific addressing order “column after column”. The degrees of freedom of March tests allow this particular addressing order without modifying the coverage of the other targeted faults of March C- (coupling faults, transition faults, stuck at faults) [23].

Considering the memory architecture shown in Figure 2, we can determine the whole set of possible addressing situations:
- \(A_{di}\) is the address of the currently accessed cell and during a read at this address, a fault is detected.
- \(A_{di-1}\) is the address of the cell previously accessed w.r.t. \(A_{di}\).
- \(A_{di+1}\) is the address of the next cell to be accessed w.r.t. \(A_{di}\).

Considering three consecutive address locations (\(A_{di-1}\), \(A_{di}\) and \(A_{di+1}\)) during test execution, the possible combinations are the following ones:
- \(A_{di-1}\) belongs (or not) to the same I/O circuitry w.r.t. \(A_{di}\).
- \(A_{di-1}\) belongs (or not) to the same column w.r.t. \(A_{di}\).
- \(A_{di+1}\) belongs (or not) to the same I/O circuitry w.r.t. \(A_{di}\).
- \(A_{di+1}\) belongs (or not) to the same column w.r.t. \(A_{di}\).

Combinations described above are summarized in Figure 3. On the left side, the list of the different addressing configurations concerning the previous accessed cell \(A_{di-1}\) is presented. The next accessed core-cell \(A_{di+1}\) is considered on the right part of the scheme.

![Figure 3: Possible address sequence during test execution for URWF detection, considering the memory architecture](image-url)
accessed with any addressing order described in Figure 3. The knowledge of the addressing sequence allows to deduce the following important information:

i. It allows to determine the faulty memory element, i.e. pre-charge circuit or write driver.

ii. It allows to determine the nature of the observed fault, i.e. static or dynamic.

Let us consider the first point (i). In accordance with the possible addressing configurations presented in Figure 3, four cases are possible:

1. The configuration allows detecting URWFs caused by malfunction in a write driver.
2. The configuration allows detecting URWFs caused by malfunction in a pre-charge circuit.
3. The configuration allows detecting URWFs caused by malfunction of both pre-charge circuit and write driver but it cannot provide the failure location.
4. The configuration allows detecting URWFs caused by malfunction in both pre-charge circuit and write driver but also provides the failure location.

In Table 2, we list all possible extended signatures obtained with the application of the March C- algorithm (c.f. in Figure 1) and leading to URWFs detection.

<table>
<thead>
<tr>
<th>Fault model</th>
<th>Faulty element</th>
<th>CONF</th>
<th>R0</th>
<th>R1</th>
<th>R2</th>
<th>R3</th>
<th>R4</th>
<th>Adi-1</th>
<th>Adi+1</th>
</tr>
</thead>
<tbody>
<tr>
<td>UD</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>10</td>
<td>10</td>
</tr>
<tr>
<td>UD</td>
<td>2a</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>10</td>
<td>11</td>
</tr>
<tr>
<td>Pre</td>
<td>2b</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>10</td>
<td>11</td>
</tr>
<tr>
<td>UD</td>
<td>3</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>00</td>
<td>00</td>
</tr>
<tr>
<td>UD</td>
<td>4a</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
<td>10</td>
</tr>
<tr>
<td>Pre</td>
<td>4b</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
<td>10</td>
</tr>
<tr>
<td>UD, Pre</td>
<td>5</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
<td>11</td>
</tr>
<tr>
<td>UD, Pre</td>
<td>6</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
<td>00</td>
</tr>
<tr>
<td>UD</td>
<td>7</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>00</td>
<td>10</td>
</tr>
<tr>
<td>UD, Pre</td>
<td>8</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
<td>11</td>
</tr>
</tbody>
</table>

Table 2: List of extended signatures for URWF detection during March C- execution

The two first columns provide the fault model (URWF) and the memory element(s) whose failure involves the URWF: UD for write driver and Pre for pre-charge circuit. The third column gives the configuration, with respect to the scheme in Figure 3 (labels on arrows). Columns from four to eight provide the classical March C-signatures for URWF detection. Finally, the last two columns indicate that the previous accessed core-cell shares the same I/O circuitry with the current accessed core-cell. For the diagnosis of other dynamic fault models, it is necessary to use additional bits to describe other specific addressing sequence. For example, Adi-1 and Adi belonging to the same word line is the addressing sequence useful to detect dynamic Read Destructive Faults (dRDF)[24], unitary hamming distance addresses are necessary to detect Address Decoder Open Faults (ADOF) [7].

For a better understanding of Table 2, we propose the reading of the first line. The last two columns indicate that Adi-1 and Adi+1 belong to the same I/O of the current accessed core-cell I, but not to the same column (Adi-1 = Adi+1 = 10). With such addressing sequence, the only detectable failing element is the write driver (WD), as previously explained; this information is shown in column two. Finally, the March C- application with this addressing configuration between Adi-1, Adi, and Adi+1 provide the basic signature based on read operations (10100), exposed in columns three to eight. Thus, the extended signature is “101001010”.

The list of extended signatures presented in Table 2 shows that:

1. The addressing configurations 1, 3 and 7 allow the detection and the location of URWF in the write driver.
2. The addressing configurations 5, 6 and 8 allow the detection of URWF but do not provide any information on the failure location. That means the URWF can be due to a failure in the pre-charge circuit or in the write driver as well.
3. The addressing configurations 2 and 4 allow the detection of URWF but also are able to exactly determine the failure location. In fact, with the same addressing sequence, different syndromes are generated according to the faulty elements. The “a” suffix is attached to faulty write drivers, whereas the “b” suffix is attached to faulty pre-charge circuits.

In the signature, the additional fields concerning the addressing sequence have been helpful to determine the occurrence of an URWF as well as the failure location.

Now, we analyze the second point mentioned above (ii), i.e. how to determine the static or dynamic nature of the fault. In Table 3, we give the set of signatures related to URWF and CFst (taken from [6]), considering March C-execution.

<table>
<thead>
<tr>
<th>Fault model</th>
<th>R0</th>
<th>R1</th>
<th>R2</th>
<th>R3</th>
<th>R4</th>
<th>Adi-1</th>
<th>Adi+1</th>
</tr>
</thead>
<tbody>
<tr>
<td>UD</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>10</td>
<td>00</td>
<td></td>
</tr>
<tr>
<td>UD</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
<td>10</td>
<td></td>
</tr>
<tr>
<td>UD</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>11</td>
<td>00</td>
<td></td>
</tr>
</tbody>
</table>

Table 3: signatures -URWF v.s. CFst -

In this table, the fields marked with ‘x’ associated to the addressing configuration CFst signature, mean that
addressing order has no impact on the fault detection. Table 3 shows that URWF and CFSt are not distinguishable as they have the same syndrome. However, it also shows that depending on the sequence of accessed core-cells during test application, we can state if there is no URWF occurrence. In other words, with a single test sequence application, it is possible to determine if the memory is affected by static faults only. However, further test applications with different addressing sequences should be useful to completely differentiate static and dynamic faults.

4 Analysis and future development

The use of the extended signature is crucial to distinguish between static and dynamic detected faults. Although necessary, additional information concerning the address sequence used during test is sometimes not sufficient to achieve clear fault model discrimination. For this purpose, we intend to extend the current study and improve the presented diagnosis approach. This development will be mainly based on two axes:

- A further extension of the signature by adding information about the data background used during test application. In other words, we intend to take in account the data stored in the cells, as a field in the signature. In March tests, accurate data backgrounds are necessary to target specific dynamic fault models, such as Address Decoder Open Faults (ADOFs) [7] and Leakage Read Faults [8].

- The use of diagnosis responses given by intercrossing information coming from multiple March test signatures. This intercrossed information may allow reducing the number of ambiguous diagnosis and then improve the Diagnosability Ratio.

The development that we propose in this Section will involve the manipulation of a large amount of data. In order to make this approach really usable, we also plan to develop a software platform able to automate the data processing.

5 Conclusion

In this paper, we have proposed an approach for dynamic fault diagnosis in SRAMs. This approach is based on the extension of existing signature-based diagnosis methods. We show that the information concerning the addressing configuration of the executed March test can be crucial for the diagnosis of dynamic fault models. We have demonstrated the effectiveness of the proposed solution in identifying the failure location in the memory on a case study, the URWF. At the end of the paper, we have listed some future developments of this approach that take in account the test data background for further signature extension and the use of intercrossed signature for the solution of ambiguous diagnosis. In the paper we refer to one case study of dynamic fault, but the proposed approach is applicable to the whole set of dynamic fault models.
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