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On the approximability of the Sum-Max graph partitioning problem

. Lastly, we present a natural greedy algorithm with an approximation ratio better than k 2 .

Introduction

Graph partitioning problems are classical combinatorial optimization problems, where the objective is to partition vertices of a given graph into k clusters, according to one or several criteria. In this article we focus on minimizing the sum of the largest edge between each pair of clusters. More formally, we study the following optimization problem: sum-max graph partitioning Input: a graph G = (V, E), w :

E → N, k ≤ |V | Output: a k-partition (V 1 , ..., V k ) of V Goal: minimize k-1 i=1 k j=i+1 max u∈Vi v∈Vj w(u, v)
All graphs studied here are supposed to be simple, non oriented and connected, unless otherwise stated. We also consider the unweighted version of this problem, U-sum-max graph partitioning, where w(e) = 1 for all e ∈ E. This article is organized as follows: the next section is devoted to computational lower bounds, while Section 3 is devoted to approximability.

Computational lower bounds

Theorem 1. U-sum-max graph partitioning (and thus the weighted version) is N P-hard, and cannot be approximated within a O(n 1-) factor for any fixed 0 < ≤ 1, unless P = N P.

Proof. We show that a ρ(n )-approximation algorithm for U-sum-max graph partitioning implies a (1 + 2ρ(n + 1))-approximation for the independent set, where n (resp. n) is the number of vertices in the input graph of U-sum-max graph partitioning (resp. independent set). Thus, This work has been funded by grant ANR 2010 BLAN 021902 any O(n (1-) )-approximation (with 0 < ≤ 1) for U-sum-max graph partitioning would imply a O(n 1-) for independent set, which is known to be impossible unless P = N P [START_REF] Trevisan | Inapproximability of combinatorial optimization problems[END_REF].

Let I be an instance of independent set, composed of a graph G = (V, E) with |V | = n vertices and |E| = m edges. For any k ≤ n, we build the following instance I k of U-sum-max graph partitioning: I k is composed of a graph G = (V , E ) which is a copy of G plus an universal vertex ω. Notice that I k can be computed in polynomial time, and recall that the problem ask for a k-partition of minimum cost in G . It is easy to verify the following claims: claim 1 : A minimum independent set in G (of size α(G)) implies an (α(G) + 1)-partition in G of cost α(G) (each vertex of the independent set forms a cluster, and all remaining ones form the latest), and conversely (because of the universal vertex). claim 2 : Given a k-partition P k of G , one can define the graph G P k where vertices are clusters, and two vertices are adjacent if and only if the two clusters are adjacent. We denote by m k the number of edges of G P k . An independent set of size C in G P k corresponds to an independent set of the same size in G (the cluster containing ω cannot be part of any independent set since it is an universal vertex). claim 3 : Given a graph with n vertices and m edges, it is possible to compute an independent set of size n 2 2m+n , using a derandomized version of the Turan's theorem [START_REF] Turán | An extremal problem in graph theory[END_REF]. Suppose that A is a ρ(n )-approximation algorithm for U-sum-max graph partitioning, and let us build the following algorithm for independent set, given the instance I defined previously. end for return the independent set of maximum size among all independent sets built in the algorithm.

Algorithm 1 algorithm for independent set

Analysis of Algorithm 1: Since α(G) ∈ {1, ..., n}, there is a step k 0 such that k 0 = α(G) + 1. Let B be the size of the independent set returned by Algorithm 1. By construction, we have:

B ≥ k 2 0 2m k0 + k 0 = (α(G) + 1) 2 2m k0 + (α(G) + 1)
Since A return a ρ(n ) = ρ(n + 1)-approximated solution (G contains n + 1 vertices), we have m k0 ≤ ρ(n + 1)m * k0 , where m * k0 is the value of an optimal solution for I k0 . As claim 1 implies that m * k0 = α(G), we get:

B ≥ (α(G) + 1) 2 2ρ(n + 1)α(G) + α(G) + 1 ≥ 1 1 + 2ρ(n + 1) α(G)
Which concludes the proof.

The reduction given above can also be used to construct an FPT reduction from independent set parameterized by k (which is a known W [1]-complete problem) to U-sum-max graph partitioning parameterized by the number of clusters. Thus, we deduce the following proposition: Proposition 1. sum-max graph partitioning (and its unweighted version) parameterized by the number of clusters is W [1]-hard.

A polynomial-time approximation algorithm

In this section we consider the simple greedy algorithm for sum-max graph partitioning given by Algorithm 2. Actually, this algorithm corresponds to the split algorithm of [START_REF] Saran | Finding k cuts within twice the optimal[END_REF], which gives a (2 -2/k)-approximation algorithm for min-k-cut.

Algorithm 2 a greedy algorithm for sum-max graph partitioning Sort E in non decreasing order of weights (ties are broken arbitrarily) j ← 0

for i = 1 to k -1 do while G has i connected components do G ← G\{ej} j ← j + 1 end while end for return connected components of G Theorem 2. Let θ = max{ w(e)
w(e ) : e, e ∈ E, e = e , w(e ) ≥ w(e)}. Then, Algorithm 2 is a (1 + ( k 2 -1)θ)-approximation algorithm.

A complete proof of Theorem 2 can be found in [START_REF] Watrigant | Sum-max graph partitioning problem[END_REF].

Remark 1. The ratio of Theorem 2 is tight, for graphs such that Algorithm 2 builds a clique over the clusters (i.e. all clusters are adjacent), while an optimal solution is a tree.

Conclusion

We investigated a variant of the classical graph partitioning problem with sum-max as objective function, and established some computational and approximability results. Especially, the approximation lower bound indicates that the k 2 -approximation algorithm of [START_REF] Watrigant | Sum-max graph partitioning problem[END_REF] is somehow optimal. Thus, it should encourage other investigations in the development of a O(n f (k) ) exact algorithm, like for the min-k-cut problem [START_REF] Goldschmidt | Polynomial algorithm for the k-cut problem[END_REF], or on the contrary an N P-completeness result for some fixed k.

for k = 1

 1 to n do build the instance I k as previously let P k be the partition of cost m k returned by Algorithm A on I k use claim 3 to obtain an independent set in GP k (and thus in G by claim 2) of size x k = k 2 2m k +k