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ABSTRACT

3D objects have come to play an essential role in industry. They can also be very large, sometimes containing millions of vertices, and therefore it is vital that they are compressed, particularly when it comes to uploading them to the web and during real time rendering. The Draco 3D object compression system, proposed by Google, is becoming an industry standard for the compression of 3D objects structured as geometric meshes or point clouds. These 3D objects are important assets which also need to be secured. In this paper, we propose the first 3D object crypto-compression method, which integrates an encryption step into Google’s Draco compression scheme, by adding an AES encryption step during Draco’s entropy encoding step. Our proposed Draco 3D object crypto-compression scheme is format compliant, has no size expansion and does not require additional information such as an auxiliary file. After the entire decoding process (joint decryption and decompression), the reconstructed 3D object obtained is identical to the one after a standard compression by Draco. Experimental results on real 3D objects and a security analysis show our proposed method is efficient.

INDEX TERMS Multimedia compression, 3D security, crypto-compression, AES encryption, draco, compression.

I. INTRODUCTION

Over the past few years, many methods for 3D compression have been proposed. In 2017, Dong et al. described a progressive compression algorithm that uses the 3D object’s attributes [1]. Recently, in 2021, Que et al. proposed an octree-based deep learning framework for point cloud compression [2]. In 2019, Doumanoglou et al. detailed a comparison of real-time 3D compression methods [3]. Then, in 2020, Liu et al. described a comparison of 3D point cloud compression methods [4]. Among these proposed methods is the 3D compression method Draco [5], this has been developed by Google and is quickly becoming the industry standard.

3D objects have become important assets and need to be secured as such, as they are often stored on the cloud or transferred many times during their existence. It is therefore important that they are both compressed and secured jointly. However, 3D object compression first and encryption afterwards is not efficient, because it is not format compliant and the trade off between the compression rate and the distortion is not optimized. This is the reason why over the years, several crypto-compression methods for multimedia have been proposed. These methods are beneficial as they combine the encryption and compression into a single process. This adds an extra layer of security as an additional level of complexity and uncertainty is added, making it more difficult for an attacker to break the system.

During the last twenty years, several JPEG image crypto-compression methods have been proposed where an encryption step is integrated into the JPEG compression method. Van Droogenbroeck and Benedett suggested encrypting only the AC coefficients after the Discrete
Crypto-compression methods have also been developed for videos. Dufaux and Ebrahimi described two scrambling methods to hide private data in regions of interest [11]. In 2011, Shahid et al. proposed an encryption method for H.264/AVC by selectively encrypting Context Adaptive Video Length Encoding (CAVLC) and Context Adaptive Binary Arithmetic Coding (CABAC) for P and I frames [12]. Then, in 2017, Hamidouche et al. proposed an encryption scheme based on the chaos system in the scalable extension of High-Efficiency Video Coding (HEVC) [13].

To the best of our knowledge, we are the first to propose a crypto-compression method for 3D objects. We note that a crypto-compression method based on Draco was requested on Github and was subsequently added by Google to their list of calls for Draco enhancements [14]. In this paper, we propose integrating an encryption step into Google’s compression method Draco. During the range Asymmetric Numeral System (rANS) encoding step of the Draco compression scheme, we propose encrypting the encoded vertex prediction errors. This encryption is performed with the AES encryption scheme where the cipher feedback (CFB) mode is used. The proposed method is format compliant and has no size expansion in the encrypted or clear domain. It has a low complexity and does not require additional information such as an auxiliary file.

This paper is organised as follows. First, in Section II, we detail the proposed Draco 3D object crypto-compression method. Then, in Section III, we describe our experimental results and perform a security analysis. Finally, in Section IV, we conclude this paper.

II. PROPOSED DRACO 3D OBJECT CRYPTO-COMPRESSION METHOD

In this section, we detail the proposed Draco 3D object crypto-compression method. Fig. 1 illustrates an overview of the proposed Draco 3D object crypto-compression method. The encryption step is integrated in the rANS encoding of the prediction errors of the quantized vertices. First, in Section II-A, we give an overview of Google’s compression method Draco, as well as the compression method Edgebreaker on which Draco is based. Then, in Section II-B, we describe the encryption step integration in the compression method Draco. Finally, in Section II-C, we describe the Draco decoding phase in which the decryption step is integrated.

A. DRACO 3D OBJECT COMPRESSION OVERVIEW

In Fig. 1 we can see the main steps of Google’s compression method for 3D objects, Draco. This compression method relies heavily on the compression method Edgebreaker, proposed by Rossignac in 1999 [15]. The Edgebreaker method is used to encode the 3D object’s connectivity by encoding each triangle of a manifold 3D object with less than 2 bits.

The Edgebreaker method consists of traversing the connectivity of the 3D object step-by-step by means of a depth-first spiraling triangle spanning tree. At each step, a new triangle is visited and encoded according to which of its neighbouring triangles have already been visited. The current triangle is then encoded with a single character C, L, E, R or S. These characters serve to describe how the current triangle can be reattached to set of already reconstructed triangles during the reconstruction.

Fig. 2 illustrates the CLERS string allocation, where the triangles or vertices in blue are not yet visited, while those in red have been visited, and the arrow indicates the next triangle to visit. If the vertex is not yet visited, then the
triangle is labeled 'C' and we move to the right. If the vertex is visited, then there are four possibilities. If the left triangle is visited, the current triangle is labeled 'L' and we move to the right. If the right triangle is visited, the current triangle is labeled 'R' and we move to the left. If neither are visited, the current triangle is labeled 'E' and we end the current loop.

The Draco compression method has two main parameters which are used to compress a 3D object (Fig. 1). The quantization parameter $qp$, where $qp \in [0, 30]$, corresponds to the number of bits conserved per coordinate, except for $qp = 0$, which signifies that there is no quantization. The parameter $cl$ corresponds to the compression level, where $cl \in [0, 10]$. The value $cl = 0$ corresponds to no compression, and $cl = 10$ to the highest level of compression. The vertex prediction step relies on this parameter. The value of $qp$ is a trade-off between the compression rate and quality, whereas the value of $cl$ is a trade-off between the compression rate and processing time. A vertex prediction step is then performed in order to transmit only the prediction errors. Depending on the compression level $cl$, the vertex prediction method used is either a delta prediction, a parallelogram prediction, or a constrained multi-parallelogram prediction.

Asymmetric Numeral System (ANS) encoding is an entropy encoding scheme proposed by Duda et al. in 2015 [16]. A range Asymmetric Numeral System (rANS) encoding is performed separately after the connectivity encoding and the quantized vertex prediction. A compressed 3D object is then obtained.

**B. ENCRYPTION PHASE**

In this paper, we propose integrating an encryption step during the rANS encoding of the prediction errors of the quantized vertices. As the proposed 3D object crypto-compression method must be format compliant we decide not to encrypt the CLERS string data. Otherwise this would make the 3D object crypto-compression illegible for the Edgebreaker decoder. Therefore the 3D object’s connectivity is not modified.

As we propose only encrypting the prediction errors, then only the geometry is encrypted (Fig. 1). In order to compress the geometry, the vertices of the 3D object are then predicted according to a prediction scheme. This prediction scheme is determined according to the Draco compression level parameter $cl$, as detailed in Section II-A. The prediction errors, along with other information needed to decode the vertices, are encoded with the rANS encoding scheme, and then stored in the Draco output buffer. The rANS encoded prediction errors are then substituted with their encryption. We note that since the encryption takes place after the rANS entropy encoding, there is no size expansion and therefore Draco’s original compression rate is maintained. This is because encryption eliminates redundancy and therefore increases the entropy.

To encrypt the prediction errors, we use the Advanced Encryption Standard (AES) algorithm, proposed by Daemen and Rijmen [17] in 1999. The AES encryption function consists of a set of processing operations which are performed iteratively on a block of 128 bits. The number of iterations, called rounds, depends on the size of the key. A 128 bit key has 10 rounds, and a 256 bit key has 14 rounds. In this paper, we use a 256 bit key. For each round, a round key is generated according to the original 256 bit key. Each processing operation depends on its corresponding round key. The AES algorithm supports many different block encryption modes such as Cipher Block Chaining (CBC), Cipher Feedback (CFB), Counter (CTR), ECB (Electronic Code Book), or Output Feedback (OFB). In the context of our application, the ECB mode should be avoided, because when two identical blocks are encrypted, their encryption is also identical. This is the reason why, as illustrated in Fig. 3 which represents the prediction error encryption step, in our method we use the CFB mode. In this case, only the AES encryption function, and not the decryption function, is used.

In addition to prediction errors, the prediction data contains other information needed to correctly decode the vertices. Markers are necessary to locate the prediction errors in the Draco output buffer (Fig. 3). The structure of the prediction data and therefore the location of the prediction errors depend on several parameters such as $qp$ and $cl$, but also on the characteristics of the 3D object. From these markers, we are then able to encrypt the correct segment of information after the rANS encoding.

**C. DECODING PHASE**

In order to successfully decode the 3D object, the decryption is done jointly during the decompression. Fig 4 presents the vertex decoding, decryption and reconstruction process. In order to avoid adding to the output buffer and therefore increasing its size, decryption is performed jointly with the rANS decoding step. The AES decryption in CFB mode is carried out before prediction errors are decoded by rANS. During the rANS decoding step, the decoder is first initialised using prediction error data that remains in the clear domain. Once the decoder has extracted the prediction errors, they are decrypted using the AES algorithm using the CFB mode. The decrypted prediction errors can then be decoded by the rANS decoder in order to reconstruct the 3D object’s vertices.

**III. EXPERIMENTAL RESULTS**

In this section, we detail our experimental results. In Section III-A, we describe our results when our proposed method is applied to the Stanford 3D dataset [18]. Then in Section III-B, we perform a security analysis on our proposed method by performing a differential analysis, comparing the correlation between the Draco compressed 3D object and the crypto-compressed 3D object and analysing the entropy.
We note an original 3D object \( O \), \( O' \) corresponds to the decoded 3D object after a standard Draco compression, and \( O'_e \) corresponds to the decoded 3D object after a Draco crypto-compression.
A. CRYPTO-COMPRESSION RESULTS

Our experimentation was performed on the Stanford 3D dataset [18]. Each combination of \( cl \) and \( qp \) is applied to the 11 objects, resulting in a dataset of 3630 different 3D objects. Each 3D object is encrypted with a different pseudo-randomly generated key.

Fig. 5 illustrates three examples of our proposed method, Venus (100,759 vertices), Bunny (35,947 vertices) and Cow (2,904 vertices). Fig 5.a shows the original 3D object \( O \), then the decoded standard Draco compressed 3D object \( O' \) is shown in Fig 5.b, followed by the decoded Draco crypto-compressed 3D object \( O'_e \) without a key in Fig 5.c. Then, the decoded decrypted Draco crypto-compressed 3D object \( O'' \) is shown in Fig 5.d. For these examples, the default parameters provided by Google for Draco are used: \( cl = 7 \) and \( qp = 11 \).

Our proposed method is fully reversible. There is no size expansion or data loss. The root mean squared error (RMSE) between a decoded standard Draco compressed 3D object \( O' \) and its corresponding decoded decrypted Draco crypto-compressed 3D object \( O''_e \) is always 0. This means that these obtained 3D objects are identical and our proposed crypto-compression method is fully reversible in relation to the Draco compression scheme. Therefore, we note both the decoded standard Draco compressed 3D object and its corresponding decoded decrypted Draco crypto-compressed 3D object \( O''_e \).

Table 1 presents compression rates and hausdorff distances (HD) when comparing the original 3D objects of the Stanford dataset \( O \) and their corresponding decoded standard Draco compressed \( O' \) and decoded Draco crypto-compressed \( O'_e \) 3D objects. We define the compression rate as the ratio between the size of the original 3D object and the size of the crypto-compressed 3D object. The HD between \( O \) and \( O' \) remains low with an order of \( 10^{-4} \).

We note that the proposed encryption method is efficient, as the AES encryption scheme is linear. The average time\(^1\) of the standard Draco compression encoding process of the 11

\(^1\) Algorithms were tested on a 6-core workstation with 32 GB of RAM and a Windows-based operating system.
3D objects is 157.455 ms, while that of the proposed Draco crypto-compression method is 157.545 ms. The average time of the standard Draco decoding process is 33.636 ms, while the average decoding and decryption time of the proposed Draco crypto-compression method is 34.818 ms. Therefore we conclude that the time added by the AES encryption and decryption is negligible.

Fig. 6 illustrates a full example of the compression rate according to the quantization level $qp$ for each compression level $cl$ for the 3D object Venus. The curve represents the decoded standard Draco compressed 3D object $O'$, while the points represent the decoded Draco crypto-compressed 3D object. We observe that there are two major trends according to $cl$. This is explained by the type of encoding method used during Edgebreaker. For the parameters $cl \in [1 - 5]$ where the compression rate starts at about 75, the standard Edgebreaker encoding is used, while for parameters $cl \in [6 - 10]$, a valence encoding is used and the compression rate starts at about 150. We can observe that our proposed crypto-compression method has absolutely no size expansion, which means that the compression rate is preserved.

![Figure 6. Compression rate according to the quantization parameter $qp$ for each compression level $cl$ for both the decoded standard Draco compression and the decoded Draco crypto-compression of the 3D object Venus.](image)

The average RMSE between the decoded standard Draco compressed 3D objects of the Stanford dataset $O'$ and their corresponding decoded crypto-compression $O'_e$ according to the quantization level $qp$. We observe that apart from the low quantization levels where the 3D object is unrecognizable, the average RMSE remains similar around 1.25 when $qp$ increases. We note that the RMSE does not vary with the compression level $cl$.

Fig. 7 illustrates the results of the proposed Draco crypto-compression method applied to a manufactured object Shoe (Provided by STRATEGIES (https://www.romans-cad.com/)): a) The original manufactured 3D object $O$, b) The decoded standard Draco compressed 3D object $O'$, c) The decoded Draco crypto-compressed 3D object $O'_e$, d) The decoded decrypted Draco crypto-compressed 3D object $O'$.

![Figure 8. Results of the proposed Draco crypto-compression method applied to a manufactured object Shoe (Provided by STRATEGIES (https://www.romans-cad.com/)): a) The original manufactured 3D object $O$, b) The decoded standard Draco compressed 3D object $O'$, c) The decoded Draco crypto-compressed 3D object $O'_e$, d) The decoded decrypted Draco crypto-compressed 3D object $O'$.](image)

3D objects is 157.455 ms, while that of the proposed Draco crypto-compression method is 157.545 ms. The average time of the standard Draco decoding process is 33.636 ms, while the average decoding and decryption time of the proposed Draco crypto-compression method is 34.818 ms. Therefore we conclude that the time added by the AES encryption and decryption is negligible.

Fig. 8 illustrates the results of the proposed Draco crypto-compression method on a manufactured 3D object Shoe composed of 976,943 vertices. Fig. 8.a presents the original manufactured 3D object and Fig. 8.b the decoded standard Draco compressed 3D object $O'$. Fig. 8.c illustrates the decoded Draco crypto-compressed 3D object $O'_e$ and Fig. 8.d the decoded decrypted Draco crypto-compressed 3D object $O'$. There is a compression rate of 34.75 and the RMSE between $O'$ and $O'_e$ is 273.817.

![Figure 9. Differential analysis of the 3D object Venus.](image)

2Provided by STRATEGIES (https://www.romans-cad.com/)
B. SECURITY ANALYSIS

In this Section, we examine the security of the proposed crypto-compression scheme in terms of confidentiality. We first perform a differential analysis and measure the 3D object’s correlation. Then we study the entropy of the decoded standard Draco compressed 3D object \( O' \) and the decoded Draco crypto-compressed 3D object \( O'_e \).

Fig. 9 illustrates the differential analysis for the 3D object \( \text{Venus} \) with the default parameters \( cl = 7 \) and \( qp = 11 \). A Key test is performed, where the 3D object is decrypted using keys where only a single bit of the correct 256 bit private key is flipped. The \( x \) axis represents the index of the flipped bit in the private key, and the \( y \) axis represents the RMSE between the resulting 3D object and the decoded standard Draco compressed 3D object. We note that the key used in position 128 is the correct private key.

We observe from Fig. 9 that while the correct key results in an RMSE of 0, and therefore a perfect decryption, any incorrect key results in an encrypted 3D object with an RMSE of around 1.65. This stable value means that an attacker cannot try to converge to the correct value. Therefore an incorrect key which has only a single false bit does not reveal any information about the 3D object. This is to be expected, since the AES encryption scheme is used.

Fig. 10 illustrates the correlation of the euclidean norms of vertices belonging to the decoded standard Draco compressed 3D object \( \text{Venus} \) in red, and the correlation of the euclidean norms of the vertices belonging to the decoded Draco crypto-compressed 3D object \( \text{Venus} \) in blue. Fig. 11 presents the same for the 3D object \( \text{Cow} \) and Fig. 12 the same for \( \text{Bunny} \).
Draco compressed 3D object *Bunny* and Fig. 14.b shows the prediction error distribution of the decoded Draco crypto-compressed 3D object *Bunny*, where the parameters are $cl = 7$ and $qp = 16$.

We observe in Fig. 13.b and Fig. 14.b that after the 3D object has been encrypted, we obtain a histogram which is uniform within intervals of powers of 2. The entropy between the interval $2^8 + 1$ and $2^9$ is 7.79 bits/prediction error for the standard Draco compressed 3D object *Venus* and 7.90 for *Bunny*, and a near maximum value of 7.99 bits/prediction error for the Draco crypto-compressed 3D object *Venus* and 7.97 for *Bunny*.

From this security analysis, we can conclude that our proposed Draco crypto-compression method is secure in terms of confidentiality.

**IV. CONCLUSION**

In this paper, we propose a format compliant crypto-compression method for 3D objects based on Google’s compression method Draco. We have integrated an AES encryption step using the CFB mode during the rANS encoding step, where we encrypted the vertex prediction errors. This encryption step is performed jointly with the 3D object compression. The proposed crypto-compression scheme has no size expansion and is completely reversible. To the best of our knowledge, we are the first to propose a crypto-compression method for 3D objects. We have shown with our experimental results that the proposed method is efficient in terms of time and compression rate. Based on an AES encryption with a 256 bit key, we have also shown with a security analysis that the proposed method is secure in terms of confidentiality. In future work, we want to develop a selective crypto-compression based on Draco.
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